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Database systems build an integral component of today’s software systems and as such they are the central point for storing and sharing a software system’s data while ensuring global data consistency at the same time. Introducing the primitives of roles and their accompanied metatype distinction in modeling and programming languages, results in a novel paradigm of designing, extending, and programming modern software systems. Unfortunately, database systems, as important component and global consistency provider of such systems, do not keep pace with this trend. The absence of a metatype distinction, in terms of an entity’s separation of concerns, in the database system results in various problems for the software system in general, for the application developers, and finally for the database system itself. In case of relational database systems, these problems are concentrated under the term role-relational impedance mismatch. The main problem is that persistent data management activities have to be performed by the applications and the database system loses its characteristic as single point of truth in a software system. To overcome the role-relational impedance mismatch and bring the database system back in its rightful position as single point in a software system, we argue for an introduction of role-based semantics in a database system. In detail, we aim at an adaptation of both, a database system’s data system and set-oriented interface, to represent role-based semantics as first class citizen. Precisely, we propose a novel database model in combination with database operators. On this basis, we introduce a novel query language syntax and query processing model. As third component, we present a role-based result representation that preserve the role-based semantics in a query results and provides clients functionalities to access this information. These three components are combined as RSQL approach. Finally, we compare these components against a relational representation. This evaluation clearly shows the advantages of the RSQL approach in a role-based software system.
1 Introduction

The digital revolution has been shaping a world in which software dominates our day-to-day life, from tracking our exercise results on a wearable, over smart homes in which the coffee machine is customizable by a smartphone application, to self-driving cars. Hence, nowadays software is ubiquitous [22], but in different kinds of ubiquity. At first, software is physically ubiquitous in space, by running on mobile devices that constantly move between different locations and different users. Secondly, software runs based on the Internet which enables a logical ubiquity in space. As the Internet-based software is available all over the globe, it exposes its end points in many countries with different jurisdictions, or different cultures. Finally, today’s software is ubiquitous in time, in terms of longevity. Applications are running for decades and face a constant change.

Traditionally, software is well structured in types by embedding its behavior in methods and functions. Once the software is compiled, its behavior is fixed for its whole lifetime. Hence, changing its behavior results in a recompilation and application restart. This characteristic is inherited from the types to the runtime objects, once instantiated it is bound to a certain type and the sets of attributes and methods are fixed and only the values can be changed. However, such software has no explicit notion of a context, hence, runtime objects act identically static, independent of the context [11]. That does not mean software cannot be written to be context-sensitive, rather this means that context adaptation mechanisms have to be implemented along with the regular functional behavior. In the ubiquitous scenario in which changes occur very frequently, it is infeasible to manually revise the context checks as well as recompile and restart the whole application.

To cope with the challenges of ubiquitous software, researchers have proposed several approaches, including the concept of roles that has been initially introduced by Bachman and Daya in computer science [2]. The key idea of roles, as design principle, is to split an entity into several metatypes, especially the entity core and the role types an entity may play over its lifetime. This split from a single and static metatype to several metatypes with special semantics, enables a separation of concerns on several levels. At first, the functional behavior is separated from the context-adaptation mechanisms. Secondly, the use of roles relaxes the situation of the statically described behavior and structure in the types. Thirdly, the actual behavior and structure of an entity can be varied after instantiation by start or stop playing roles in certain contexts. Moreover, this enables different lifetimes of various parts of an entity.

Database systems are an integral component of today’s software systems, because they provide standard data management functionalities that are used by the applications. Thus, database systems provide several guarantees on which the applications can rely without taking care of these functionalities by themselves [17]. First, it encapsulates the persistent data management from the applications. Moreover, as central data storage facility, it ensures global data consistency for the whole application landscape, which gives it the characteristic as single point of truth in a software system. Even in a ubiquitous software world these guarantees have to be ensured by a database system. In detail, we assume such software world to be modeled and
implemented by using roles as extension points to entities. Unfortunately, there is no database system available that is able to explicitly model roles as extension points of entities in certain contexts, so far. Generally, there are two ways of coping with the absence of role-based semantics in the database system: (i) hiding this absence as much as possible by implementing mapping engines or (ii) implement a database system that is aware of the role-based semantics.

In this thesis, we argue for an integration of roles and their related semantics in a database system, to overcome the semantic gap between role-based software and traditional database systems. Thus, we propose an adaptation of a database system’s data system layer to a novel database model and an adjusted processing model in combination with a redesigned set-oriented interface.

In detail, this thesis provides the following contributions. At first, we investigate the problems of traditional, especially relational, database systems in combination with role-based software systems. These problems are concentrated under the term role-relational impedance mismatch, which describes problems from a database system’s, application’s and application developers’, and software system’s perspective. On this basis, several requirements to overcome this role-relational impedance mismatch are defined and evaluated against four possible architecture layout solutions. As only a full database system integration is able to overcome this mismatch, we propose a novel database model. This logical database model is called RSQL database model and features roles as first class citizen that are embedded in a certain context. To adapt the processing model to this database model, we overview several logical database operators. The set-oriented interface is redesigned by defining the syntax RSQL query language to create a role-based database schema and populate the corresponding database. Additionally, the query language statements are connected to the logical database operators in order to generate a query execution plan. Moreover, the RSQL Result Net is specified as an adapted query result representation. This represents the set-oriented interface redefinition from an output perspective. This includes the preservation of metamodel semantics within the result as well as a definition to navigate through the result by leveraging the special metatype interrelations. Finally, we demonstrate the benefits of the RSQL database model, the query language, and the result representation in comparison to their relational mapping.

2 Modeling With Roles

Roles as modeling primitives are nothing novel, in fact this concept has been introduced by Bachman and Daya in 1977 [2] as extension to the network data model. However, roles provide advantages compared to traditional modeling languages, like the Unified Modeling Language (UML), and programming languages, like Java; structure and behavior can be added to an existing object during runtime. Over the recent decades, a lot of role-based approaches have been proposed, all having a different notion of roles. This zoo of role notions has been surveyed by Kühn et al. as well as Steimann. In this section we classify the different role notions and introduce. Moreover, we present metatype distinction in combination with an ontological foundation.
2.1 Classification of Role Approaches

The term role and the underlying concepts are omnipresent in our every day’s life, in our communication and speech as well as in the way we think. However, the origins of this term may go back to the ancient world, especially to the ancient theater. In theater, a role refers to a character or figure an actor or an actress plays in a certain play [2]. This captures the core notion of what a role is very well. Firstly, a role is something abstract someone or something can act like. Secondly, the role itself is defined independently of its player, because the role does not define who or what is going to play that corresponding role. Finally, the role requires a player to be filled with life, because there must be someone who adopts the role’s behavior and structure. This idea has been adopted in computer science as well. In particular, we utilize roles to enable entities managed in a software system to dynamically gain and lose behavior as well as structure during runtime. This particular role perception has been utilized a lot, for instance in modeling [8, 2, 25, 21, 24, 9, 5] or programming languages [10, 3, 20, 7, 23, 16]. Based on the surveys of Steimann [24] and Kühn et al. [19], role approaches can be classified by three aspects: the relational aspect, the behavioral and structural aspect, and the context-dependent aspect. Based on these three perspectives, seven classes of approaches are possible, which are indicated and referenced by the corresponding number in Figure 1. In this thesis we aim for a holistic role-based data model that provides support for all aspects and is classified in the seventh category.

![Figure 1: Classification of Existing Role Notions Based on the Three Aspects: Relational, Behavioral and Structural, and Context-dependent.](image)

To clearly understand the context-dependency of roles, we distinguish two notions of context. Firstly, context as environmental information and secondly, as objectified collaboration containing other entities. We rely on the objectified notion of a context as introduced and named compartment by Kühn et al. [19, p. 146].

2.2 Metatype Distinction

We distinguish four metatypes that are separated by the meta properties semantic rigidity, foundedness, and identity. These types are based on the Compartment Role Object Model specification given in [18] and summarized in Table 1. Firstly, Natural Types (NT) are considered to be rigid, non-founded, and have a unique identity. Secondly, Compartment Types (CT) are semantically rigid, but found and have a unique identity. Thirdly, Role Types (RT) are the opposite of Natural Types; they are anti-rigid and founded while their identity is derived from their player types.
Finally, *Relationship Types* (RST) are rigid, founded and have a composed identity. To distinguish these metatypes from the general terms, we refer to these metatypes by using an initial capital letter.

<table>
<thead>
<tr>
<th>Concept / Property</th>
<th>Rigidity</th>
<th>Foundedness</th>
<th>Identity</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Natural Types</td>
<td>rigid</td>
<td>non-founded</td>
<td>unique</td>
<td>Person</td>
</tr>
<tr>
<td>Compartment Types</td>
<td>rigid</td>
<td>founded</td>
<td>unique</td>
<td>University</td>
</tr>
<tr>
<td>Role Types</td>
<td>anti-rigid</td>
<td>founded</td>
<td>derived</td>
<td>Student</td>
</tr>
<tr>
<td>Relationship Types</td>
<td>rigid</td>
<td>founded</td>
<td>composed</td>
<td>takes class</td>
</tr>
</tbody>
</table>

Table 1: Ontological Foundation of the Distinguished Metatypes

### 3 Need For a Role-based Database System

The concept of roles is established and implemented in modeling as well as programming languages, but not in database systems. This results in a role-relation impedance mismatch that occurs in case role-based software is used in combination with relational database systems. In this section we investigate this mismatch and argue for a database implementation of role-based semantics.

#### 3.1 Role-Relational Impedance Mismatch

Database systems are usually embedded in a software system and do not occur in isolation. In detail, we assume a traditional database application setup, in which several applications access the database to persistently store and share data. Thus, the database system builds the central point for persistent data storage for a lot of applications and possibly application servers. Moreover, we assume that these applications implement roles and their accompanied metatype distinction as first class citizen. As there is no database system featuring roles as first class citizen available, we additionally assume a relational database system.

Such a setup results in the role-relational impedance mismatch that describes issues for the database system itself, the applications and application developers, and the software system in general, caused by the absence of role-based semantics in the database system. The main problem of such a software system is the database system’s inability to ensure global consistency, because the metatype distinction and its accompanied constraints cannot be directly represented in the database system. Hence, the database system loses its characteristic as single point of truth in a role-based environment. As a consequence, invalid schemata may be implemented in the system, which are valid locally seen from an application perspective, but invalid from a global database perspective.

However, this situation results in problems for the applications and their developers, as they have to take over some data management tasks. In particular, application developers have to manually program the unavailable standard functionalities for a role-based data management by themselves, for each application. Moreover, there is no standard mapping from role-based semantics onto relational tables. Consequently, multiple different mappings may be applied within the same
database. Additionally, applications and especially their mappings are required to be aligned and synchronized for shared data objects. Finally, application developers have to think in two different worlds, because they are not only concerned with the application’s data model, but the database model as well.

From a database system perspective, it loses its single point of truth characteristic within the software system. Moreover, semantics that could be used to optimize the query plan are not part of the database model. Furthermore, relational DBS produces a relational result and role-based semantics have to be reconstructed.

In addition, the software system is not layered well, because persistent data management tasks are distributed over several layers. Next, there are no continuous and crosscutting role semantics throughout the entire software system, which results in a huge semantic gap between the transient runtime objects and the persistent ones. Finally, the software system suffers from a mapping overhead between the applications and the database system.

3.2 Related Approaches

The related approaches can be categorized into four classes: (i) traditional techniques that stick to a relational system, (ii) mapping engines, (iii) persistent programming languages, and (iv) database system implementations.

External views are a representative of the first category. They provide an application-specific perspective on the stored data. Unfortunately, they do not address any of the problems directly, rather external views lower the effort in query writing.

Mapping engines are very popular to bridge the object-oriented and relational worlds. For role-based software to relational database system there exist DAMPF [6] as client-side mapping engine and ConQuer [4] as conceptual query language. These approaches solve the problems from the application perspective, but keep the database system without the role-based semantics. Moreover, the persistent database management tasks remain distributed over several layers.

Persistent programming language, like DOOR [26] or Fibonacci [1], combine the persistent data storage with programming languages. However, they are focused on a single application and not on a software system. Hence, there is no central data storage, in fact each application maintains its individual storage.

Finally, the Information Networking Model is a representative for a database system integration [21, 12]. This approach suffers from a weak role notion and an implementation using classes and objects. Thus, the metatype distinction is not supported as first class citizen. However, a database system integration addressing all problems by bringing the database system back in its single point of truth position. In this thesis we aim at such a solution by introducing a novel data system layer and a redesigned set-oriented interface.

4 RSQL Database Model

To integrate the concept of roles as first class citizen in a database system, a sophisticated database model, supporting the notion of roles and a metatype distinction
within an entity, is required as a first step. Thus, we introduce the RSQL database model consisting of Dynamic Data Types on the schema level and Dynamic Tuples on the instance level. Parts of these database model definitions have been published in [14, 13, 15]. Formal operator definitions on the basis of this database model complete this section.

4.1 Schema Level

The schema distinguishes the four aforementioned metatypes and their interrelations as base elements. In detail, a RSQL schema is formally defined as following.

**Definition 1** (Schema). Let $NT$, $RT$, $CT$, and $RST$ be mutual disjoint sets of Natural Types, Role Types, Compartment Types, and Relationship Types, respectively. Moreover, let $\text{Card} \subseteq \mathbb{N} \times (\mathbb{N} \cup \{\infty\})$ be the set of cardinalities represented as $i..j$ with $i \leq j$. Then, a *Schema* is a tuple $S = (NT, RT, CT, RST, \text{fills}, \text{parts}, \text{rel}, \text{card})$.

The $\text{fills}$ relation stores information on which core type can fill which Role Types. The $\text{parts}$ function holds a set of Role Types that are contained in each Compartment Type. Additionally, the $\text{rel}$ function connects two Role Types and stores information which Role Type is connected by a certain Relationship Type with which counter Role Type. Finally, $\text{card}$ assigns cardinality constraints to Relationship Types. In addition, we require several constraints to hold, for instance, a Role Type must be included in the $\text{fills}$ relation at least once, and must be included in exactly on Compartment Type.

On top of these elements, we define a notion of **Dynamic Data Types** that integrates the various base types in an integrated logical data structure. In particular, a Dynamic Data Type consists of a core type and Role Types in two dimensions. One dimension for Role Types that can be filled, and one for those that can be contained in it. As only Compartment Types can contain Role Types, this dimension is populated for Dynamic Data Types having a Compartment Type as its core type. Moreover, several Dynamic Data Types may overlap in their Role Types, because a Role Type must be included at least once in the filling dimension and once in participating dimension. A graphical example of the Dynamic Data Types *SportsTeam* is visualized in Figure 2.
In detail, the Compartment Type \textit{SportsTeam} forms an individual Dynamic Data Type. Additionally, it is able to fill the Role Types \textit{TournamentTeam} and \textit{WinnerTeam}. This represents the filling dimension. Moreover, it contains the Role Types \textit{TeamMember}, \textit{Coach}, and \textit{Captain}, which represents the participating dimension of this Dynamic Data Type.

\subsection*{4.2 Instance Level}

The instance level definitions comprise instances of the different types. Thus, Natural Types, Compartment Types, and Role Types are instantiated to Natural, Compartments, and Roles, respectively. Relationship Type instances are represented in a separate instance model function. In detail, the RSQL instance level is defined as follows.

\textbf{Definition 2} (Instance). Let $S = (NT, RT, CT, RST, \text{fills}, \text{parts}, \text{rel}, \text{card})$ be a schema and $N$, $R$, and $C$ be mutual disjoint sets of Naturals, Roles and Compartments, respectively. Then, an \textit{Instance} of $S$ is a tuple $i = (N, R, C, \text{type, plays, links})$.

The \textit{type} function is a labeling function for the instances to their corresponding type. The \textit{plays} relation stores information about which core plays which Roles in which Compartment. Finally, the \textit{links} holds the information which Roles participate in which Relationships. Moreover, we require certain instance constraints, like a Role has exactly one player, to hold.

On top of these instance definitions, we specify the notion of \textbf{Dynamic Tuples} as integrated data structure to encapsulate the role-based semantics. This comprises a core and Roles separated into two dimensions, the playing and the featuring dimension. The first dimension holds Roles that are currently played and the featuring dimensions those Roles that are actively contained within this Dynamic Tuple. Furthermore, the Roles are grouped in sets by their respective Role Type. As Dynamic Data Types on the schema level, Dynamic Tuple overlap as well, but by their Roles. This means, a Role in the playing dimension of a certain Dynamic Tuple has to be part of another Dynamic Tuple in the featuring dimension. A graphical example of a Dynamic Tuple is illustrated in Figure 3.

\begin{figure}[h]
\centering
\includegraphics[width=\textwidth]{figure3.png}
\caption{Dynamic Tuple \textit{bears}}
\end{figure}

In detail, this example shows the Dynamic Tuple \textit{bears} that consists of the core Compartment \textit{bears}, which is an instance of the Compartment Type \textit{SportsTeam}. 
Moreover, it holds Roles in both dimensions. The playing dimension is populated with the Roles $tt_1$ and $w_1$ grouped in the sets $F^{tt}$ and $F^{w}$, respectively. In the featuring dimension four Roles are included in three sets. In particular, the Team-Member set $P^{tm}$ consists of two Roles.

4.3 RSQL Operators

The database model features ten operators to process and manipulate Dynamic Tuples. In fact, the notion of Dynamic Tuples as role-based data structure is preserved throughout the entire processing. Table 2 provides an overview of the operators.

<table>
<thead>
<tr>
<th>Operator</th>
<th>Functionality</th>
</tr>
</thead>
<tbody>
<tr>
<td>$\Sigma_{exc}$</td>
<td>Schema-based filter</td>
</tr>
<tr>
<td>$\Pi_{\alpha}$</td>
<td>Filters for Roles of queried Role Types</td>
</tr>
<tr>
<td>$\kappa_{\alpha}$</td>
<td>Filters for overlapping Roles</td>
</tr>
<tr>
<td>$\Omega_{rst}$</td>
<td>Filters for Roles participating in a Relationship</td>
</tr>
<tr>
<td>$\tau$</td>
<td>Core union over Dynamic Data Types</td>
</tr>
<tr>
<td>$R -$</td>
<td>Difference of Dynamic Tuples</td>
</tr>
<tr>
<td>$R -$</td>
<td>Difference of Dynamic Tuples on the Role dimensions level</td>
</tr>
<tr>
<td>$\cap_{RT_a,RT_b}$</td>
<td>Intersection of Dynamic Tuples</td>
</tr>
<tr>
<td>$\cup_{RT_a,RT_b}$</td>
<td>Union of Dynamic Tuples</td>
</tr>
<tr>
<td>$\sigma_{overlap}$</td>
<td>Attribute-based filter</td>
</tr>
</tbody>
</table>

Table 2: An Overview of the Operators and Their Functionality

The operators are categorized into three classes: (i) operators on an entity’s structure level, (ii) operators to enable usual set operations on the level of Dynamic Tuples, and (iii) operators on the attribute level. Operators of the first class filter Dynamic Tuples based on their structure, for instance, a Role of a certain Role Type has to be played or featured by a Dynamic Tuple, or Dynamic Tuples have to overlap by a particular Role. The second category consists of operators that enable set operations like a difference of two Dynamic Tuple sets or an intersection of such. Finally, operators of third class filter Dynamic Tuples as whole data structure or Roles as parts of this structure, based on their attribute values.

For instance, the operator $\kappa_{\alpha}$ consumes two sets of Dynamic Tuples and for each Dynamic Tuple pair it checks for overlapping Roles. Only if a Dynamic Tuple finds a partner that shares a Role in the opposite dimension, it passes this operator. Moreover, all Roles that do not find a partner are excluded from the returned Dynamic Tuple. In this sense, this operator filters and manipulates Dynamic Tuples by their overlapping points.

In sum, the schema and instance level definitions provide data structures that
comprise the role-based semantics within an integrated type and instance specification. Additionally, the operators provide functions that preserves these structures throughout the query processing.

5 Query Language And Result Representation

To adapt the set-oriented database system interface, we introduce a novel query language and connect its elements with the operators. Additionally, we present the RSQL Result Net as role-based result representation. Parts of the query language and the result representation have been published in [14, 13, 15].

5.1 RSQL Data Query Language

RSQL’s external interface description features syntax definitions to create a role-based database schema by using the RSQL data definition language. Moreover, the RSQL data manipulation language is used to populate the corresponding database and the actual query language to retrieve data from the database. The schema creates Dynamic Data Types indirect by creating Natural Types, Compartment Types, and Role Types, respectively. The same holds for the database population. Dynamic Tuples are created by inserting Natural and Compartments. Additionally, their extensions are achieved by inserting new Roles.

In the following, we will detail the RSQL data query language part. Querying role-based data with RSQL focuses on describing the schema instances have to meet and at which points they have to overlap. For instance, assume the following query.

```
1 SELECT * FROM Person p PLAYING Student s AND StudentAssistant sa,
2 Uni u FEATURING s AND sa;
```

This query asks for Persons that play Roles of the Role Type Student and StudentAssistant. Moreover, a University is required that features these Roles. The key language element is the config-expression, which describes a Dynamic Data Type and the desired Role Types in the corresponding dimensions. In this example, two of these expressions are used. Person p PLAYING Student s AND StudentAssistant sa represents the first one and Uni u FEATURING s AND sa the second one. This can be seen as schema-based filter for Dynamic Tuples, because various Dynamic Tuples of the same Dynamic Data Type may have different schemata. Moreover, these expressions overlap at certain points, as Dynamic Data Type and Dynamic Tuples also do. Hence, this overlap specification represents an additional filter.

However, these syntax elements are directly connected to the operators of the database model. For instance, each overlap between two config-expressions results in a $\kappa$ operator. The parameter $\alpha$ is set according to the overlapping Role Types. In this example, $\alpha$ is populated with Student $\wedge$ StudentAssistant. Moreover, each config-expression results in a $\Sigma$ and $\Pi$ operator. The former filters Dynamic Tuples on the basis of their actual schema, and the latter reduces the Dynamic Tuples to the queried Role Types only. This means, there might exists Dynamic Tuples that play Roles of Role Types that are not queried. All these not queried Role Types will not be part of the resulting Dynamic Tuple.
5.2 RSQL Result Net

The result representation completes the set-oriented interface redesign. The RSQL Result Net (RuN) provides Dynamic Data Type and Dynamic Tuple notions that are shipped to the clients in an adapted interface. Moreover, it provides functionalities to browse through the net of interconnected Dynamic Tuples. The illustration in Figure 4 summarizes the architecture of RuN.

In detail, RSQL queries return multiple sets of Dynamic Tuple, one set for each config-expression. Each set is represented in a result group, whereas all result groups form the RSQL Result Net. To access the information of Dynamic Tuple and navigate through various Dynamic Tuples, different functionalities are provided by RuN. First, each RuN has a main cursor that points to a Dynamic Tuple in a certain result group. This cursor can be iterated and moves from one Dynamic Tuple to another. Moreover, there exist endogenous and exogenous navigation paths. The former ones navigate from a Dynamic Tuple to the Roles in both dimensions. The latter ones navigate from a Role to the Dynamic Tuple it is played or featured in. Additionally, the relationship information can be used to navigate from one Role to its counterpart by a certain Relationship Type.

6 Proof of Concept

To demonstrate the benefits of the RSQL approach, we compare it to a relational mapping of its metamodel. In detail, we compare the database models by the number of statements required to set up the corresponding database schema that simultaneously ensures consistency on the instance level. Moreover, the query languages are compared to each by their length. Finally, the client-side effort to process the query results is contrasted, to evaluate the result representation.
6.1 Evaluating the Database Model

In a first step, we map the RSQL database model onto a relational representation. To ensure the instance consistency constraints, we implement several triggers. For instance, to check that a Role is played by only one player and that there are no isolated Roles in the system. The employed university domain scenario features 19 types. To set up the corresponding schema, RSQL requires one statement per type, in sum 19. In contrast, the relational SQL version requires 83 statements. 30 to create the tables and 53 triggers that ensure consistency. Consequently, SQL requires 4.3 times more statements than RSQL in this scenario. In various other test, this ratio varied between 3 and 15. This clearly shows, that RSQL represents a role-based database scenario more efficiently than a relational mapping. Especially, the large amount of triggers increases the number of required SQL statements dramatically.

6.2 Evaluating the Query Language

To evaluate both query languages, we compared them by their length and number of used characters. These metrics provide indicators for a language’s suitability. To have a fair comparison, we omitted unnecessary characters and labeling in the relational mapping. We compare two example queries, a simple one that consists of a single config-expression and a more complex one that uses four, partially overlapping, config-expressions. In the simple scenario, RSQL queries used approximately 3 times fewer words and characters than the SQL version. In contrast, the more complex scenario reveals a 2.3 times higher amount of words and characters in the SQL version. The relative difference shrinks from one to another example, but the absolute amount grows. Hence, we conclude that SQL queries on role-based data are generally longer and thus, harder to write and maintain and RSQL represents a suitable language interface.

6.3 Evaluating the Result Representation

For the comparison of the result representations, we measure the effort of their processing on the client side. In detail, we compare a RuN implementation with two possible relational processing models. The first implements an all in one scenario in a way that the whole data is queried within a single statement. The second option queries for the main data and executes additional queries to retrieve the related data. This simulates a join processing in the client.

The comparison is performed by several indicator metrics, like the number of queries executed, the size of the result set, or the lines of code used. To have a fair comparison, we implemented all processing models in the same code style. The evaluation comprises four scenarios that vary the number of implemented Role Types and the number of Roles per Role Type. As the evaluation clearly shows, the RSQL Result Net combines the positive aspects of both relational processing models. It uses fewer queries to retrieve the data by having a minimal set of instances in the result. Moreover, fewer lines of code are used to process it and extract the required information. Thus, we conclude that RSQL is a convenient result representation for role-based data.
7 Conclusions

As software has become ubiquitous in several ways, the paradigm to model and implement such software has changed. Roles, as modeling primitive for a separation of concerns within an entity, are established in modeling and programming languages, but not in database systems. This results in several problems that are combined under the term role-relational impedance mismatch, in case relation database systems are employed with role-based software in a software system. Most important, this mismatch takes the database system its single point of truth characteristic. To overcome this mismatch and bring the database system back in its rightful position, we argued for an implementation of role-based semantics in a database system. To achieve this, we presented a database model consisting of Dynamic Data Types on the schema level and Dynamic Tuples on the instance level. These definitions integrate the notion of roles and its accompanied metatypes distinction with a certain data structure. As adaption for a database system’s external interface, we proposed a query language and result representation. In a final proof of concept, we demonstrated the benefits of our approach in comparison to a relation representation.
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